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ABSTRACT
Technical debt (TD) originally names the reoccurring phenomenon of shortcuts and quick fixes within IT development. TD saves time and resources in the short run but may cause problems and require additional resources in the long run. Managing TD is difficult, whether it is seen as a local phenomenon (residing in individual applications) or seen in a portfolio perspective. However, TD is not always caused by the individual developer and it does not always just affect one application. It may affect several parts of the IT portfolio; it may arise in the portfolio and it may be resolved by decisions on an IT-portfolio level. In this paper, we develop a theoretical framework that incorporates TD into IT portfolio management (ITPM). We apply the framework on a case study to explore how TD can be created, reside, resolved and managed in practice in a portfolio-perspective. This paper contributes with a framework integrating TD with ITPM. The paper also provides empirical insights on practice regarding ITPM and TD and highlights implications for research and practice.
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1 INTRODUCTION
IT development often takes place under a strict budget or timeframe, and the scope and the resources available may change during development. These restrictions and changes can lead to short-cuts or suboptimal solutions in order to save resources and deliver on time. Cunningham called this phenomenon “Technical Debt” (TD) [7]. TD has traditionally been understood as a short-term solution which needs to be addressed at later point in time to ensure software stability.

TD can be beneficial in the short run, however, if the debt is not managed it may pose a risk in the long run [7]. TD can have negative effects on IT maintenance, as it can become more time consuming to resolve the debt or develop the IT application further. TD can slow IT applications down and cause breakdowns, and it can bring entire organizations to a stand-still [7, 27]. The costs and constraints introduced by IT can also be an impediment for business-development and growth [7, 23]. TD is often seen as an aspect of individual systems [22] arising from choices made during system-development [7, 22]. However, TD may also be created during IT maintenance [32] and may evolve (increase or decrease) during the application lifecycle [25].

TD has primarily been researched in the context of the private sector and in the software engineering field, thus leaving a gap for TD research in the public sector and from an eGovernment perspective [22]. TD is a serious issue in the public sector. A third of societal or business-critical IT systems in the Danish Government have been found to be in an inadequate condition [8]. Likewise, the Swedish National Audit Office found that 70% of their IT systems were outdated [34]. This shows the importance of understanding the creation and management of TD in the public sector. While the private and the public sector shares a constant drive to increase efficiency and effectiveness, to a large extent through the use of technology, there are also important differences in what drives change in the two sectors [6]. New political initiatives and priorities may require new development or changes in IT-systems within a short timeframe, and this may induce shortcuts and lead to the creation of TD in the systems affected and/or in other systems from where resources may be taken.

The research questions we seek to answer then are: How can technical debt be conceptualized in an IT-portfolio-management perspective? And how is technical debt created and managed in the IT portfolio perspective in a government organization? To answer this, we propose a theoretical framework combining IT portfolio management (ITPM) and TD management, and we apply this framework to a public sector case study to explore how TD is created.
and governed at a portfolio level in practice. This study makes a contribution to the e-Government literature by offering a tool for understanding TD management in an ITPM context, and by providing empirical insights into TD management practices in a government organization. The framework is also useful for IT-practitioners for increasing awareness of TD challenges in the IT portfolio. The study thus bridges and has implications for both practice and research and advances digital governance research and practice agenda [36].

The paper is structured as follows: First, we present related work on TD management, secondly, we synthesize the literature on IT portfolio management and present a theoretical framework. We then introduce our case study, and our methodological approach, before applying the framework on the case study. Finally, we discuss the application of the framework and the relation between IT portfolio and TD.

2 RELATED WORK: TECHNICAL DEBT MANAGEMENT

The term “technical debt” (TD) was coined by Cunningham in 1992 [7]. Since then, TD research has focused on further defining the concept and develop tools to identify and quantify TD items. This research has generally confirmed the negative effects of TD [22]. Rios et al [27] conducted a tertiary literature study on TD examining 13 secondary TD studies and 185 TD primary studies. Therefore, in our conceptualization of TD we include problems deriving from incomplete documentation, not following the IT-architecture, and from short term solutions which are not sustainable in the long run. To limit the consequences of the negative effects of TD, it is crucial to focus on the management of TD. Griffith, Taffahi, Izurieta, and Claudio’s [4, p. 1016] define TD management as comprising “the actions of identification, assessment, and remediation of TD throughout a software system.” From this definition TD management can appear to be limited to cover one software system at a time.

Avgeriou, Ernst, Nord and Kutchten [1, p. 40] find that “… [what] the software technical-debt community has not discussed is that of technical debt crossing multiple disciplines. In a sense, technical debt is incurred in one discipline, but it is burdened and has to be repaid in another discipline.” For example management may make decisions that accumulate TD in applications, which then become the developers’ task to solve [1].

Rios et al. [28] conducted a survey of 107 practitioners from the software industry to identify the experienced causes of TD. They identified the most frequent causes as: deadlines, inappropriate planning, lack of knowledge, non-adoption of good practices, ineffective project management, lack of qualified professionals, lack of experience, outdated/incomplete documentation, and lack of commitment. These causes are not restricted to the individual developer or application and includes IT-management and the management of the whole IT-portfolio among the sources of TD. They also indicate that TD may arise from the wider organization, e.g., when deadlines and resource-allocations are decided there.

Klinger et al [14] examines TD from an enterprise perspective, they find that “enterprise technical debt occurs in the context of a larger portfolio”. For example, different non-technical stakeholders in the portfolio have an impact on TD, however, it is difficult for non-technical stakeholders to understand TD and their effect on it. [14].

TD can be introduced by changes outside the IT-development and -maintenance activities [1]. It may, for example, arise from the relation between IT applications and the infrastructure on which they are built and run. E.g., if the IT application requires a specific infrastructure which is no longer supported, or there is an increased use of the IT application so it exceeds what the infrastructure can deliver (known as infrastructure debt [27]). TD may also arise from changes in the business context of the organization or in the technological environment in which it operates [26]. In the business environment, several factors may affect TD, such as, the business’s need for high system-reliability, user/customer satisfaction [26].

With their concept of “technological debt”, Magnusson & Bygstad [19] add further dimensions to this growing set of factors that can influence the accumulation of TD. Applying institutional theory, they point to the factors of path-dependency (that previous decisions and established practices and principles may guide future decisions), lock-in (when a technology is embedded in standards, contracts, IT-staff and user-skills and in systems-integrations, making it more difficult to switch), and institutional logics (e.g., a focus on cost savings and standardizations). All these factors, while not strictly rooted in technical considerations, may influence decisions made about and around the systems.

Thus, a wide set of factors may influence TD, as TD occurs in the context of a larger portfolio [2]. There is, as indicated by Klinger [14], Rios et al [27] and by Magnusson and Bygstad [19], a need for a more holistic approach to TD and how to manage it, something which appears to be missing in the literature. Therefore, we find it relevant to view TD in a portfolio perspective, and to view the management of TD as part of the overall IT-portfolio management in order to benefit from collective resources within the organization.

3 METHODOLOGICAL APPROACH

This section presents the methodological approach of the paper. First, we describe how the framework was synthesized, then we describe the selection of the case and the case itself. Lastly, we present the data gathering techniques we applied.

3.1 Framework

We contextualize TD management in an ITPM framework based on a reading of IT Portfolio literature [12]. The result is a framework consisting of the core elements of the IT-portfolio, and the core management activities across the portfolio, including the management of TD. Thus, the framework could be extended with further portfolio elements and further activities. The purpose of applying a framework is to have it as a guidance for exploring, explaining and interpreting the empirical material [12]. A framework can be used as a mirror to the findings and the findings can be used to improve and adjust the framework and show its possible limitations. A theoretical framework draws on theory or concepts from a theory, to shed light on a particular phenomenon or research problem [12]. Therefore, the researcher first chooses the theory they want to guide the analysis and then they synthesize it into a framework.
We choose to review the literature on IT portfolio and ITPM as presented in section 4. We develop a theoretical framework in which we apply a deductive approach in synthesizing the literature on ITPM. Secondly, we apply the framework on the empirical material (see section 5.1).

3.2 Case study
We conducted a case study [37] to explore the relation between IT portfolio and TD and between ITPM and TD management. The case study research approach is recommended when the researcher wishes to explain “how” or “why” a social phenomenon works [37], as it enables a detailed understanding of a phenomenon [9]. We have chosen a deviant case to obtain knowledge on an especially good practice [8], as this allowed us to observe good ITPM and how TD management is performed in the organization.

Agency X is a mature IT organization and considered among the best government organizations in Denmark in the development and operation of IT-systems. The agency has a large IT-portfolio containing internally developed as well as off the shelf applications. The agency has not employed their own developers, instead they have partnerships with software companies. The IT-development is carried out in a collaboration between the agency and software companies’ developers placed onsite. Agency X works actively with ITPM; there are monthly meetings between the IT architects and top management, and a quarterly two-day workshop with the IT department, top management, and business managers. The latter is inspired by SAFe’s® Program Increment (PI) planning, with a focus on planning of IT development and the interdependencies between projects and maintenance [30]. The purpose of these quarterly workshops is to plan the next couple of months of IT development and maintenance and to ensure dependencies between tasks, projects, and systems are taken into account and to mitigate any potential risks. The business managers are present in these workshops to help prioritize tasks, clarify needs and answer funding questions. These workshops primarily focus on internally developed systems. The PI planning format was implemented shortly before to the data collection took place and the agency was working toward a final form.

Generalizing case studies can be problematic [37], although Flyvbjerg argues it is possible to generalize on the basis on a single case [8]. Our case selection is information-oriented and we have selected an extreme case, more precisely a good case [8], in Agency X, which is considered among the most mature public sector IT-organizations in Denmark. We would expect that we in this case would be able to find TD managed at portfolio level.

3.3 Techniques for data collection
Data was collected applying several qualitative techniques: participatory observation, semi-structured interviews, and document analysis. The data collection took place from August 2019 to December 2019.

Participant observation [5] was carried out by the first author who was present at Agency X three full days a week during the data collection period. Additionally, the first author attended three of the quarterly PI workshops, in which the following months of IT development were presented and prioritized, and dependencies coordinated. This provided a rich insight into how ITPM took place. Conducting observations allows the researcher to address the say/do problem, where people may say one thing during interviews and do something else in practice [3]. These observations were captured through continuous notetaking.

Next, the first author conducted 15 semi-structured interviews [16] and two in situ interviews [4]. During the in situ interviews the interviewee performed their tasks while the interviewer asked about their practice. The interviews consisted of open-ended questions framed around the employee’s collaboration process with the other employees maintaining and managing the IT system. From the interviews, we gained insights into the employees’ perception and reflection of the maintenance processes and ITPM.

Together these techniques provide an in-depth and detailed empirical insights. Particular, the participatory observation was beneficial in gathering rich insights. The observation notes were coded, together with the transcribed interviews. The empirical material was analyzed by applying the theoretical framework (section 4).

4 FRAMEWORK: IT PORTFOLIO MANAGEMENT
In this section we synthesize the IT-portfolio literature to establish a theoretical framework (figure 1) which can be used to investigate the creation and solution of TD. In this framework we propose to include TD management as a distinct portfolio-management activity. This framework will then be applied to an empirical case (section 5).

A “portfolio” can be defined as “A collection of items grouped together to facilitate their efficient and effective management” [23, p. 37]. Typically, a portfolio is comprised of a group of business-investments with something in common, e.g., contributing to the same overall organizational goal(s). A portfolio is a dynamic entity which has to be continuously managed, monitored and maintained as a set of interrelated assets/activities which address the business needs efficiently [13]. IT-portfolio management (ITPM) includes the management of applications, infrastructure, projects and people and their mutual dependencies [15, 33]. Additionally, Verhoef [35] argues that IT-operations and maintenance are aspects of an IT portfolio.

The main goal of managing the IT-portfolio is to ensure that it supports the activities and goals of the business [18, 20]. Thus, a key activity across the portfolio is to ensure that it is well aligned with business needs and goals. Changes in business-needs may be driven by changes in the business environment where, in the case of public sector organizations the political environment plays an important part [6, 21].

Another key activity across the portfolio is to manage personnel-resources in a global perspective, which may be a challenging task [21]. Closely related to this is deciding what parts of the portfolio to operate, maintain and develop inhouse and what parts of these tasks to buy from outside vendors, including which applications to buy and which to develop internally [31]. These decisions are not only a matter of economics but are closely related with considerations of what resources and skills are, can and should be available in-house.
Thus, the management of “people” across the portfolio and the management of sourcing/procurement is closely related [29]. For the purpose of this framework, we have combined the two in what we call the re-sourcing activity.

The purpose of ITPM is to apply a holistic perspective on these sub-portfolios as one interconnected portfolio [10, 15, 24]. And based on our practical experience they are indeed interconnected. IT-applications are either bought or developed inhause through IT-projects – a re-sourcing decision. The applications run on infrastructure that is either bought or operated in-house (a re-sourcing decision) and applications and infrastructure is maintained by IT-operations (which again can be outsourced or in-house). Changes in applications and infrastructures are (ideally) primarily driven by business needs which may in turn be driven by changes in the business environment, but changes may also be driven by changes in the external technology-environment [31]. In the technological environment, new technologies may make it possible to discard old systems, including the debt they may have accrued [26] or new technologies may reveal inadequacies in the existing technological setup [2].

As indicated by the discussion in the related work section, TD comes in many forms, and may be created in all parts of this portfolio and in the interplay between its elements [14, 19, 27]. Therefore, we find it relevant to include TD management in the ITPM framework. We combine these elements and present them in a theoretical framework as displayed in figure 1.

5 FINDINGS

We apply the framework (figure 1) on the case of agency X to investigate if and how TD is created in the portfolio and to what extent the agency managed TD as part of their ITPM. Through our application of the framework, we find several examples of portfolio-related TD. Here, we present these examples and relate them to the framework. ITPM decisions lead to the creation of TD within the portfolio, however, portfolio related decisions also resolve some of the TD. Also, agency X have implemented tools and procedures to prevent and resolve TD on an IT portfolio level. We present five overarching findings: 1) TD exist in the IT portfolio, 2) TD may not always be created and reside in the application it is handled, 3) re-sourcing decisions impact and reveal TD creation, 4) TD is created by the change of TD needs, 5) successful TD management strategies which are implemented in Agency X.

5.1 TD resides, not in one application but in the application portfolio.

An older internally developed Content Management System (CMS) only partly supported the need for CMS functionalities that had been developed in Agency X. Therefore, several other CMS applications had been added to the application portfolio supporting different needs but with overlapping functionalities. This created unnecessary complexity in the application portfolio which constitutes a type of TD. This TD does not reside in the individual CMS applications but in the application portfolio. The Agency had to decide whether they should continue with all of these CMS applications or if they should replace them with one off the shelf application. This would eliminate the TD arising from the complexity of having many CMS systems. Resolving the TD in this way would have re-sourcing effects across the portfolio. Operations would have to develop new integrations for the different business-applications to the new system, and to take care of the decommissioning of the old systems. In addition, if the new systems...
required different server-resources than the old systems, changes would have to be made in the infrastructure portfolio.

5.2 TD may not always be created and reside in the application where it is handled

TD in an application can be created by the way that application is used by other applications. A case handling component served several business applications. The teams developing the business applications did not always comply with the data formats required by the case-handling component due to lack of knowledge or lack of resources. This created performance problems for the case-handling component. The TD was in this case created and also resided in the business-applications, but the issues were seen as problems in the case-handling component. Therefore, it was left to the developers maintaining that application to fix the problems that arose by swiftly changing their priorities in order to clean up the data before it affected the citizens who relied on that data. TD created in business applications to support business needs created problems for operations because they had to change focus and prevent this TD from affecting citizens (another business need).

5.3 Re-sourcing decisions in one part of the portfolio creates or exacerbates TD in another part

A change was needed in a self-service application to improve the user-experience, however, needs in other parts of the portfolio resulted in the application being deprioritized and striped of its developers on several occasions. Every time a new developer came onboard, they had to be trained to work on the application. The lack of developers with knowledge of the application constituted a type of TD which was exacerbated by re-sourcing decisions, depriving the application of resources and making the change more costly and time-consuming than originally planned.

Another example is the case handling component mentioned in section 5.2. It was stripped of developer resources several times, as they were needed elsewhere. Shortly after these resources where removed errors started occurring in the system. As this affected both internal users and citizens, finding a solution became a priority. Once the component was prioritized and had developers assigned to it, problems where again addressed quickly, and the errors stopped.

These examples of TD were not created in the application or in the application portfolio but in the re-sourcing activities across the whole IT-portfolio. However, this was not a result of any overall prioritization of resources, but of ad-hoc decisions which focused on where the resources were needed, not on the consequences of moving them.

5.4 TD created by re-sourcing decisions and then transferred to operations

The case handling system was belatedly transferred from development to operations. It turned out that this transfer included a backlog of more than six hundred unresolved tasks of varying severity, partly with unknown status. This backlog constituted a significant amount of TD and had accumulated because the resources had been moved from the development-project too soon. It was now up to operations to clean up this backlog, but they were not given resources to do this. This example illustrates a tension in the re-sourcing going from project to operation.

5.5 Re-sourcing decisions reveal existing but unknown technical debt in the infrastructure

Re-sourcing decisions may also reveal existing but unknown TD. An operations’ provider decided to change the hosting of servers from a subcontractor to themselves. This change in hosting did not “create” TD as much as it revealed and actualized TD that existed but was not known; logic that should have been implemented at the application level and thus should not have been affected by the move turned out to be implemented elsewhere and would have to be re-developed for the new setup. Several applications turned out to be running older versions that would have to be updated and there was a lack of documentation which made it difficult and more costly to perform the move. This TD did not reside in individual applications but in the infrastructure setup.

5.6 Technical debt created by changes in business needs

Agency X is a key implementer of high prioritized government policies and also has a long tradition of being very sensitive to the (changing) needs of the citizens they serve. This drives change, sometimes rapid change, in the business needs and goals the IT-portfolio is expected to support.

5.6.1 Technical debt created by assumed business-needs. The old CMS application which we mentioned in section 5.1, was created to support an assumed business need of supporting multiple language versions of the texts it contained as well as a detailed version-history of the texts; however, these functionalities were never actually fully utilized. The consequence was an unnecessarily complicated code-based which was more difficult for developers to navigate and to perform maintenance and further developments on. This TD was not created by shortcuts in the development process but by business needs that never fully materialized. Had the business fully utilized this functionality, the relative complexity of the code would probably not have been considered problematic and there would be no TD here.

5.6.2 Technical debt created by changes in political priorities. Changes in the business environment may create or reveal TD in the IT-portfolio. In a political environment such as the one in which agency X operates, changes in political objectives and the need for fast implementation of new regulations can create shorten deadlines and lead to cutting corners and the creation of new TD. Sudden changes in priorities can lead the organization to postpone or give up on ongoing changes, which would have reduced TD, in order to free up resources to handle the new top priorities.

When a general election was coming up, Agency X had to take a possible change in government into account in their planning as it could change the political priorities in the areas where agency X operate. This in turn could have significant consequences for how resources where prioritized across the IT-portfolio. While some types of new regulations were created through lengthy process
that allowed the agency ample time to plan and prioritize, other types appeared suddenly and unexpectedly e.g., as the result of late-night political compromises. This could mean that the entire IT planning had to be redone. Not only could this lead to resources being shifted away from ongoing projects or operation, but also to this being done with such haste, that there was no time to document or consider the consequences. Not only could new TD be created but also new unknown TD. In addition, the deadline for the implementation of the new regulations, and consequently for the development and implementation of new IT, could be so tight, that development would have to begin before the details of the new regulation was finalized. Not only could this lead to resources being wasted because things would have to be redone, but this deadline could also lead to the creation of TD. These examples refer to addressing business needs (in form of the politicians), resourcing, IT projects and possibly operations.

5.7 Managing technical debt
The examples above show how TD was created in the IT-portfolio of agency X in a number of ways. However, we also observed how the agency was beginning to handle TD in a more systematic way and in a portfolio-perspective.

5.7.1 Bundling technical debt into projects to be prioritized with other projects. Agency X has a focus on managing TD. The head of the IT department encourage application managers to bundle TD tasks and make a small business case so these tasks can be addressed and prioritized alongside with IT development projects. One example was a project that arose from a TD problem, which affected several parts of the organization. The project solved the problem and was prioritized and funded like other IT projects. Thus, TD management appears to be in the process of becoming an IT portfolio activity as suggested by the framework. In this example, the activity covers IT projects and applications as the TD debt in the applications is reduced in the project.

5.7.2 Integrating technical debt resolution into development projects. We also saw examples of how Agency X resolved old TD during IT development. One example was in the development of new functionality for an existing system. The resolution of a list of older TD items in the system was integrated into the development project as a separate task and prioritized at the same level as the development of new functionality. Thus, the TD management of an application is addressed in the project.

5.7.3 Towards portfolio-focused re-sourcing planning. As we have seen, TD may be created in one part of the portfolio by resourcing decisions made in other parts. A continuous overview and management of resources used in projects and on maintenance across the portfolio can contribute to reduce existing TD as well as the risk of creating new TD. The overview facilitates the allocation of resources to new tasks in a timely manner, and it may to some extent prevent the striping of resources from unfinished tasks, or at least do this in a way where the consequences are considered, and any resulting TD is catalogued for later resolution.

The beginnings of such a holistic portfolio-wide planning process was seen in agency X in the shape of the Program Increment (PI) planning process. The PI planning is a reoccurring event in the SAFe framework, adapted to Agency X’s needs [30].

In the PI planning sessions, a “dependency board” displayed the dependencies between the project-, maintenance- and operation-teams over time. Through this visualization of the dependencies, it would for example become apparent that within the same short time period several projects relied on the same application-team to deliver on some tasks. This realization caused the projects to reschedule and postpone these tasks, thus, freeing up the application-team to handle one dependency at the time. The potential consequences of not rescheduling could be not meeting deadlines, having to reschedule much later or creating TD. Rescheduling is not an easy task as a dependency could reach further than one step, it could be multiple steps through various actors. The dependency board illustrated the complexity and final goal of this trail of dependent tasks, also illustrating that scheduling the dependencies is important and they can be complex. This example demonstrates how PI planning involves resource planning (of projects and operations). In effect it also involves TD management because resource planning can prevent TD.

The organizers of the PI planning process stressed the importance of business owners being present in the planning sessions, to facilitate the resolution of any doubts that might arise regarding funding and priorities. The planning process also included the employees’ own assessments of their workload and how thinly stretched they were, in order to catch any potential problems before they occurred. One possible shortcoming in the PI planning process could be that while it includes a resource overview of the internal employees it does not include external resources, which means that it does not include any development resources as these are all external in agency X. Prioritization of these resources are made elsewhere.

6 SUMMARY
This case shows that even in a large IT-mature organization as Agency X, TD can be created unwittingly. This TD can result from more than code related decisions made by individual developers in individual applications and it can reside in the IT-portfolio rather than in individual applications. However, resolving this TD may still end up as a task for an application- or operations-team, even though it may be caused by another project, a different application, or decisions regarding, business needs, sourcing or infrastructure in other parts of the portfolio. Unfortunately, even if the application team or operations are aware of this TD, they rarely have the necessary resources to solve this debt on top of their other tasks. The political stakeholders provide another level of complexity in planning IT development, an unavoidable factor which political sensitive organizations such as Agency X has to include in their planning.

Agency X have already implemented several methods to address TD continuously and in an IT portfolio perspective. However, TD will never be truly eliminated nor should it, but it is important to recognize it, and its potential consequences, when it is created. Thus, the methods Agency X already has implemented are a crucial step to prevent and resolve TD. The methods include: 1) PI planning, 2) encouraging application managers to bundle TD tasks so they can
be prioritized along with IT projects, and 3) including TD resolution in IT projects working on existing applications. Additionally, we encourage to adopt a portfolio focused approach to re-sourcing planning.

7 DISCUSSION, CONCLUSION AND SUGGESTIONS FOR FUTURE WORK

In this paper, we explore how TD (management) can be conceptualized in an ITPM perspective, and how TD is created and managed in the IT portfolio perspective in a government organization. We synthesize the IT portfolio literature and propose a framework including the TD management activity, and we examine how TD is created and managed on a portfolio level in Agency X, a Danish government agency.

TD has primarily been researched in the private sector and focusing on the debt created in individual projects or applications [22]. Bygstad & Magnusson [19] and Klinger et al. [14] expand the TD metaphor to include a larger part of IT development. We contribute with a theoretical framework which incorporates TD management into an IT portfolio and IT portfolio management (ITPM) context. The framework stimulates a different way of thinking of TD and how to manage it at a portfolio level. In addition, the framework can serve as a communication tool for addressing and communicating problem as described by Klinger et al. [14]. The framework only covers the core-elements and activities of an IT-portfolio and of ITPM and we suggest that future studies apply and further develop the framework. We confirm that it can be productive to see TD in a larger and more holistic perspective [14, 19]. TD can be created by and in an IT portfolio and not only in source-code and within IT projects and that a narrow view on resource-planning in the IT-portfolio affects TD creation and management. Thus, we argue that it can be beneficial to integrate TD and TD management into ITPM.

Organizations can benefit from expanding their view of TD from something which is created and dealt with in the respective applications through development projects and primarily resides in the source-code, to something which is also created and live in the IT portfolio. They could also benefit from a holistic portfolio-wide approach to resource planning and from considering the full consequences of ad-hoc changes in resource allocations. This can enhance management’s understanding of how TD emerges at an IT portfolio level, for example caused by short deadlines introduced by changes in political priorities which introduces new business-requirements to the portfolio. Among the benefits could be improved planning, more informed decisions when prioritizing resources in the IT portfolio, as well as improved productivity and quality. Agency X exemplify such ITPM activities in their PI planning, as well as when they bundle TD tasks into TD-projects so they can prioritize along with other projects and when they include TD resolution during IT development of existing applications. Better TD management could also be achieved by careful documentation of TD that may be created when withdrawing resources from a project or by extending deadlines when the resources are partly removed. Or by addressing TD during IT-development projects, rather than “exporting” TD-issues to maintenance and operations which rarely has the resources to deal with it.

The analysis of the case shows that the framework developed here can be useful for understanding TD in a portfolio perspective. However, the framework does not, by design, include all possible sub-portfolios of the overall IT-portfolio, nor all possible ITPM activities, only those that were considered the most important in the literature. A broader set of sub-portfolios and activities could possibly help in identifying even more portfolio-related sources of TD and provided a more detailed understanding of the sources and remedies identified in the empirical case. This we leave for future studies.
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